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1
GENERATING AN IDENTIFIER FOR A
DEVICE USING APPLICATION
INFORMATION

BACKGROUND

Cookies are used by some browsers, applications and
other programs to keep track of activities in a network. Some
operating systems provide sandboxing that may affect users’
browsing behaviors. For example, embedded browsers
(bundled with the operating system) are quarantined from
the system and the only low-level access is to download
attachments to be temporarily consumed by a read-only
view. Mobile applications published by third parties gener-
ally run unprivileged on the device and only have access to
their own respective sandbox for persisting data. Simulta-
neous processes are sometimes discouraged to simplify task
management and restrict battery usage. Sometimes, the
above cause user content consumption to be fragmented
among multiple applications. As a result, events that are part
of a single session can appear unrelated.

SUMMARY

In a first aspect, a computer-implemented method for
generating an identifier for a device includes identifying one
or more applications from a plurality of applications
installed on a device; generating an identifier for the device
based on the one or more identified applications; and pro-
viding the generated identifier as identification for the
device.

Implementations can include any or all of the following
features. The identification includes determining at least a
name of the one or more applications, and generating the
identifier includes hashing the determined name. The
method further includes determining package versions of the
one or more applications and using the determined package
versions in generating the identifier. The method further
includes determining an installation order of the one or more
applications and using the determined installation order in
generating the identifier. The method further includes deter-
mining installation dates of the one or more applications and
using the determined installation dates in generating the
identifier. The method further includes determining a clock
skew of the device and using the determined clock skew in
generating the identifier. The one or more applications
includes all of the plurality of applications installed on the
device. The method further includes subsequently determin-
ing addition or removal of an application on the device,
generating a new identifier based on the determination, and
providing the generated new identifier. The method further
includes indicating that the generated new identifier replaces
the generated identifier.

In a second aspect, a computer program product is tan-
gibly embodied in a computer-readable storage medium and
includes instructions that when executed by a processor
perform a method for generating an identifier for a device.
The method includes identifying one or more applications
from a plurality of applications installed on a device; gen-
erating an identifier for the device based on the one or more
identified applications; and providing the generated identi-
fier as identification for the device.

In a third aspect, a computer-implemented method for
identifying a device includes: receiving information that
indicates one or more applications of a plurality of applica-
tions installed on a device; and identifying the device using
the received information.
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Implementations can include any or all of the following
features. The information includes at least names of the one
or more applications, and the method further includes hash-
ing the determined names, wherein identifying the device
includes comparing a hash result with a known identifier.
The information also indicates package versions of the one
or more applications that are used in the hashing. The
information also indicates an installation order of the one or
more applications, and the installation order is used in the
hashing. The information also indicates installation dates of
the one or more applications, and the installation dates are
used in the hashing. The information also indicates a clock
skew of the device, and the clock skew is used in the
hashing. The one or more applications includes all of the
plurality of applications installed on the device. The hash
result is a new identifier for the device, and the method
further includes substituting the new identifier for an earlier
identifier for the device. The method further includes sub-
sequently generating a reset identifier for the device after
changes in what applications are installed on the device.

In a fourth aspect, a computer program product is tangibly
embodied in a computer-readable storage medium and
includes instructions that when executed by a processor
perform a method for generating an identifier for a device.
The method includes: receiving information that indicates
one or more applications of a plurality of applications
installed on a device; and identifying the device using the
received information.

Implementations can provide any or all of the following
advantages. A device identifier can be generated based on
information about which applications or packages are
installed on the device. A device can generate a unique
identifier based on its application installations, and the
identifier can be forwarded without revealing the identities
of the applications. A robust and flexible fingerprinting
technique for devices can be used to identify separate events
that are related to each other, for example because the events
were generated by different applications during a common
browsing session.

The details of one or more implementations are set forth
in the accompanying drawings and the description below.
Other features and advantages will be apparent from the
description and drawings, and from the claims.

DESCRIPTION OF DRAWINGS

FIG. 1 schematically shows an identifier being generated
from information.

FIG. 2 shows an example of a system that can be used for
generating an identifier for a device.

FIG. 3 shows an example of a process flow for generating
an identifier for a device.

FIG. 4 is a block diagram of a computing system that can
be used in connection with computer-implemented methods
described in this document.

Like reference symbols in the various drawings indicate
like elements.

DETAILED DESCRIPTION

This document describes examples of generating an iden-
tifier for a device (e.g., a smartphone, tablet or personal
computer, etc.) using information about applications
installed on the device. In some implementations, a device
can generate a list of its currently installed applications or
other packages, and from that list an identifier unique to that
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device can be generated. For example, such an identifier can
serve as identification for the device during network activi-
ties.

FIG. 1 schematically shows an identifier 100 being gen-
erated from one or more portions of information 102. The
information 102 here includes alphanumerically sorted
information 102A, chronologically sorted information
102B, information 102C that includes a version number, and
information 102D that indicates a clock skew for a particular
device. Any or all of the portions of information 102 can be
identified by the device and then be processed, by the device
itself or another system, to create the identifier 100.

One or more portions of the information 102 is provided
to an identifier generator 104 that processes the information
to generate the identifier 100. For example, the identifier 100
can include a token hash value and/or other string that serves
to uniquely identify the device to which the information 102
relates.

The information 102A indicates multiple applications or
packages, here named Abc, Bed, Cde, Def and Efg for
simplicity. In some implementations, the identified applica-
tions/packages may be programs or other software, some of
which has been downloaded or otherwise installed on the
device by a user, and some of which may have been
preinstalled by the device manufacturer. Any kind of appli-
cations can be included, such as browsers, multimedia
players, email clients, instant-messaging applications,
social-networking applications, games, apps, utility pro-
grams, diagnostic tools, antivirus programs, word proces-
sors, office software, videoconferencing applications or
cloud service applications, to name just a few examples.

Any number of applications or packages can be indicated
by the information 102A. In some implementations, the
information 102A indicates the complete set of installed
applications or packages on the device. In other implemen-
tations, only a subset of the installed contents are included
in the list. For example, only content installed before a
certain cutoff date, or only content larger than a certain size,
may be included.

The information 102A is currently sorted in alphanumeri-
cal order. That is, the applications or packages are sorted in
order of their names. One or more other types of data may
also be included in the information 102A. For example,
installation dates are here indicated for each application/
package.

When the information 102A is processed by the identifier
generator 104, optionally in combination with other infor-
mation, the identifier 100 can be generated. In some imple-
mentations, a hash function is applied to the information
102A to generate a unique hash result that is specific to the
contents of the information 102A. For example, the appli-
cation/package names can be processed in the current order
(optionally together with the installation dates and/or other
information) to generate the identifier.

Turning now to the information 102B, it also indicates
names of applications/packages installed on the device.
However, the information is sorted by installation date. For
example, this causes the names to be listed in a different
order than in the information 102A. When the chronologi-
cally listed names of the information 102B (optionally
together with the installation dates and/or other information)
are provided to the identifier generator 104, a different
identifier 100 is generated than in the previous example.
That is, the different order of the application/package names
causes a different identifier to be generated. For example,
this can help avoid identifier collisions, in which two dif-
ferent devices would be assigned the same identifier.
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The information 102C indicates application/package
names, installation dates and also version numbers for the
respective package/application. In some implementations,
the version numbers are taken into account to distinguish
two or more devices from each other based on a difference
in the version numbers of the installed contents. When
versioning information is taken into account, one or more
other types of information (e.g., installation dates) can also
be considered. As another example, the order in which the
application/package names are sorted (e.g., in alphanumeric
order in the information 102C) can also be taken into
account by the identifier generator 104.

The device clock skew 102D can indicate how the time
shown by a clock in the device differs from some reference
clock. In some implementation, another clock in the same
network as the device can be referenced. For example, a
clock in the system that operates the identifier generator 104
can be used as a reference. By combining the clock skew
104D with some information about the applications/pack-
ages installed on the device (e.g., any of the information
portions 102A, B or C) the identifier 100 can be generated
uniquely for this particular device.

FIG. 2 shows an example of a system 200 that can be used
for generating an identifier for a device. The identifier can be
generated locally on the device to which it applies or at a
location other than on the device.

The system 200 here includes multiple user devices 202
that are connected by any kind of network 204 (e.g., a local
network or the internet) to one or more other devices and
systems. Any suitable kind of user devices 202A-C can be
included. For example, the user device 202B is here a mobile
device, such as a smartphone, tablet or other handheld
device. As another example, the user device 202C is here a
personal computer, such as a laptop or desktop computer.

The system 200 can include one or more publisher
systems 206 connected to the network 204 and/or to the user
devices 202. In some implementations, the publisher system
206 includes one or more web servers. For example, the
publisher system 206 can make content available to the user
devices 202, such as in form of one or more (web) pages that
can be viewed and manipulated in a browser 208 or other
program.

The system 200 can include one or more content distribu-
tor systems 210 connected to the network 204, to the user
devices 202 and/or to the publisher system 206. In some
implementations, the system 210 provides additional infor-
mation or other content for one or more content portions
provided by the publisher system 206. For example, the
system 210 can provide one or more advertisements or other
content.

In the system 200, one or more of the user devices 202 can
be identified based on what applications or other software it
has installed. For example, the user device 202A includes
currently installed content 212 that runs on a suitable
operating system 214. The currently installed content can
include one or more applications 212A and/or one or more
packages 212B, which can be bundles for installing an
application or other software. The applications 212A and the
packages 212B can include any type of software mentioned
in the above description of information 102 (FIG. 1), for
example.

The user device 202A here includes an identifier gener-
ating module 216. In some implementations, the device
202A uses the module 216 to generate a unique identifier for
itself based on the content 212 that the device currently has
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installed. This can be considered a local generation of
identifier; in an example below will be described a non-local
generation of an identifier.

The identifier generating module 216 can perform collec-
tion and sorting of information. In some implementations,
the module can collect any or all of the information 102
described above (FIG. 1). In some implementations, the
module can query the operating system 214 to learn what the
currently installed content 212 is. In some implementations,
the module can query one or more protocol handlers (not
shown) in the device 202A for relevant information. For
example, the installed applications may have identifiable
protocols that allow them to perform certain actions on the
devices. From a list of such protocols installed applications
can be determined. In some implementations, the installed
content—e.g., mobile apps for one or more technology
platforms of smartphones—can participate in a registration
routine where the content reports to the device or to an
external resource that the content has been installed. The
module 216 can consult the record of such installation
registrations to learn what content is installed on this par-
ticular device.

Having collected relevant information about the currently
installed content 212, the identifier generating module 216
can process the information as part of generating the device
identifier. In some implementations, the module 216 can sort
the collected information in one or more ways. The infor-
mation can be sorted alphanumerically, chronologically, by
size, by category, by type, by manufacturer and/or by
frequency of use, to name just a few examples.

The processing can involve hashing some or all of the
information. In some implementations, the names of
installed applications and packages can be hashed into one
or more hash values, which are then used to generate the
identifier for the device. For example, in situations where the
order of information affects the resulting hash value(s), the
information can be sorted in some particular way before the
hashing. The information aspect used for sorting can be, but
is not necessarily, present in the information that is to be
processed. For example, in the information 102B (FIG. 1)
the application/package names are sorted by the dates they
were installed, and the installation date information (e.g.,
“Jan. 5, 1999” for the application/package Bed in FIG. 1)
may or may not be included when the hashing is performed.

The user device 202A can include an information provid-
ing module 218 that can provide one or more portions of
information to another device or resource. In some imple-
mentations, the module 218 provides the generated identifier
(e.g., a hash value) to the publisher system 206 and/or to the
content distributor system 210. For example, this can be
done as a form of identification when the device 202A is
interacting with either system, such as when the device
requests content (e.g., a page or an ad). The module 218 can
provide the generated identifier when requested, and/or by
its own initiative.

A generated identifier can be used for one or more
purposes. For example, the system 200 can include a com-
puter system 220 connected to the network 204 and/or to any
other system or device. The computer system 220 can be
configured to collect information about activities on the
network, such as about consumption of content (e.g., from
the system 206 and/or 210). The system 220 can include a
network activity information repository 222 in which is
collected knowledge about network activities, including, but
not limited to, browsing sessions, page downloads, pur-
chases, servings of ads or other content, clicks on ads or
other content, or conversions. For example, the repository
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222 can store information about content that was viewed
and/or interacted with using the browser(s) 208.

For situations in which the systems discussed here collect
personal information about users, or may make use of
personal information, the users may be provided with an
opportunity to control whether programs or features collect
personal information (e.g., information about a user’s social
network, social actions or activities, profession, a user’s
preferences, or a user’s current location), or to control
whether and/or how to receive content from the content
server that may be more relevant to the user. In addition,
certain data may be anonymized in one or more ways before
it is stored or used, so that personally identifiable informa-
tion is removed. For example, a user’s identity may be
anonymized so that no personally identifiable information
can be determined for the user, or a user’s geographic
location may be generalized where location information is
obtained (such as to a city, ZIP code, or state level), so that
a particular location of a user cannot be determined. Thus,
the user may have control over how information is collected
about him or her and used by a content server.

However, the network activity information 222 some-
times may not fully reflect the events on the network 204.
For example, many users have multiple applications (e.g.,
mobile apps) installed on a single device, and sometimes
switch between different apps while in the process of per-
forming a common task. From the network perspective (e.g.,
as seen by the systems 206, 210 and/or 220), this can
fragment what in actuality is a single user session into a
number of seemingly unrelated threads.

The generated identifier can be used with the network
activity information repository 222. In some implementa-
tions, the generated identifie—which can uniquely repre-
sent an individual user device based on its installed con-
tent—can be used as a seed for identifying events that
belong to a common session. For example, if the user device
202A provides the same generated identifier (e.g., by way of
the information providing module 218) in multiple different
events, then the system 220, or another system, can use the
common identifier to determine that it is indeed the same
device involved in the different activities that have been
registered.

An identifier can also or instead be generated elsewhere
than on the device to which the identifier relates. In some
implementations, the information providing module 218 can
provide an information collection (e.g., a list) of the appli-
cation names, package names, and/or other information that
is relevant for identifier generation. For example, the appli-
cation/package names can be collected on the device 202A
and provided to the computer system 220.

The computer system 220 can include an identifier gen-
erating module 224 that can process the received informa-
tion and generate an identifier. In some implementations, the
module 224 can feed the received information to a hash
function that produces one or more hash values. The infor-
mation may or may not be sorted before such processing
begins.

One approach involves generating an isolated fingerprint
for each known package name. In some implementations,
this can be done by generating a Bloom filter of all package
names on the device. For example, the names of known
packages can then be queried against the Bloom filter one at
a time, to see if that package is included in the device’s set
of packages.

FIG. 3 shows an example of a process flow 300 for
generating an identifier for a device. The process flow can be
performed in one or more systems, by processor(s) execut-
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ing machine-readable instructions. For example, the system
200 (FIG. 2) can be used in whole or in part.

The process flow 300 involves N number of user devices
schematically indicated as user device' through user device,,
respectively, where N=1, 2, . . . . The process flow 300
involves M number of content publishers schematically
indicated as content publisher, through content publisher,,
respectively, where M=1, 2, . . . . The process flow 300
involves at least one ad server or provider of other content.
Finally, the process flow 300 involves an identifier manager
and an identifier generator.

Operations 302-316 exemplify a request and delivery of
content where the identifier is generated locally on the user
device. At 302, user device, sends a content request to
content publisher, . For example, the user device, is request-
ing a particular resource (e.g., a web page). At 304, the
content publisher, responds by delivering the requested
content (e.g., the web page). At 306, the user device,
generates an identifier for itself. At 308, the user device,
sends a request for an ad or other content to the ad server or
provider of other content. In this example, the request also
includes the generated identifier. At 310, the ad server or
provider of other content forwards at least the identifier to
the identifier manager. In some implementations, the iden-
tifier manager uses the identifier as a seed to connect
separate events as being part of a common session. For
example, it can be determined whether the user device, has
previously responded favorably (e.g., clicked on) to other
content (e.g., an ad). At 312, the identifier manager provides
a result to the ad server or provider of other content. At 314,
an ad or other content is selected based on the available
information. At 316, the ad or other content is provided to
the user device'.

Operations 318-332 exemplify a request and delivery of
content where the identifier is generated elsewhere than on
the user device. For clarity, some operations similar to those
described in the previous example are mentioned here as
well, while others are not repeated. At 318, user device,,
sends a content request to content publisher,,. At 320, the
content publisher,, responds by delivering the requested
content. At 322, the user device,, generates a list or other
information collection regarding what applications/pack-
ages are installed on the device. At 324, the user device,,
provides the list or collection to the ad server or provider of
other content. At 326, at least some of the received infor-
mation is provided to the identifier generator. At 328, the
identifier generator generates an identifier for the user devi-
cey. At 330, the identifier is provided to the ad server or
provider of other content. At 332, the identifier can be
provided to the identifier manager. For example, a record of
network activities can be updated with new information
about the user devicey.

Operations 334-338 exemplify an update by a user device
when there is a change in the installed applications/pack-
ages. For clarity, some operations similar to those described
in the previous example are mentioned here as well, while
others are not repeated. At 334, the user device, installs
another application or package. The also generates a new
identifier based on the new set of installations. At 336, the
user device, provides the new identifier and/or information
about the new installation to the ad server or provider of
other content. For example, the user device, can in effect
communicate that “this is the new identifier for user
device,.” At 338, the new identifier is provided to the
identifier manager to update one or more records. Register-
ing the newly generated identifier allows for continuity
when the installed set of applications/packages changes. For
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example, earlier network activities by the user device, (e.g.,
visiting a certain web page) that were associated with the old
identifier can now be taken into consideration when content
(e.g., an ad) is to be provided to the same device having the
new identifier.

An identifier can be reset for one or more reasons. One
purpose of a hash function can be to protect sensitive user
information while still maintaining the uniqueness of the
data. In some implementations, the identifier manager can
then reset the identifier when appropriate. As more infor-
mation is added to the source—to make it more unique and
less likely to collide—it may become more trivial to guess
or positively identify the user. For example, with periodic
reporting by the user device, each new identifier can be seen
as a mutation of the information on which the identification
is based, and with each mutation the probability of correctly
identifying the user device (i.e., to distinguish it from other
devices) may decrease.

The following example relates to how a device ID can
change when a device goes through variations in the set of
installed applications. In implementations where a hash is
performed on the installed applications (optionally with
other information), installing new applications will change
the hash value (device ID) that the function generates. The
hash function can be chosen such that a small change will
only have a small effect in the resulting hash. For example,
the change in the hash value can be small when only one
application is added or removed.

The following can apply in a particular implementation:

Installed application identifiers: A, B, C, D

Hash-Function to get device ID: h(x)=sum(num(x)),
where e.g., num(A)=1,

num(B)=2 . . . h(A,B,C,D)=10

Similarity function: s(y,z) where y and z are results of
hash functions=s(y,z)=1

if y=z or y+/-y/2=z and O else

In the above example, each installed application is given
a number and the hash function computes the sum thereof.
Two separate device IDs are then deemed to match (i.e., the
similarity function is 1) if one of the hash numbers is
50-150% of the other hash number. That is, the source for the
hash function in this example is numerical IDs pre-assigned
to each application.

In another implementation, the source for the hash func-
tion can instead be a list. For example, the order of instal-
lations can be taken into account so as to distinguish, say, a
device where first the Angry Birds game and thereafter
Solitaire were installed, from another device where those
two applications were installed in the opposite order. In
some implementations, installation dates are taken into
account. For example, the respective dates when applica-
tions first appeared on the device can be used to distinguish
that device from another one that has the same installed
programs.

That is, choosing the right hash function can make the
addition of one application have a small impact, while
having a different set of applications makes a big impact. A
similarity function is used that compares two or more
hashes, for example based on knowledge of the hash func-
tion. In some implementations, the device IDs take into
account timestamps and/or other parameters. For example,
this can help minimize the impact of small changes on the
hash value while a separate set of applications will have a
big effect on the hash value and therefore will result in a
non-similarity.

The following example relates to when a device ID
reaches a threshold where there is too little probability of
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correctly identifying the device. This determination involves
similarity. If nothing on the device changed, the hash value
will be exactly the same and proving similarity is then trivial
(with some error in case two people have identical setups).
If the system receives a new hash value that according to the
similarity function is very similar to an earlier hash value
those two hash values will be associated with each other. The
next hash value coming in will be compared to the latest
known hash value for each device. Changes in a device can
therefore be chained.

In some implementations, the threshold can be selected
based on observing the system run for a while. Installing one
application will likely result in a small enough change that
one can confidently enough still recognize the device. On the
other hand, if five applications and other criteria are changed
at once on a device that has ten installed applications, this
will likely result in no match being detected. However,
history can be taken into account. If the user installs five
applications over the course of a day and the system receives
a hash value in between each installation, a similarity
between the individual hash values can be determined. On
the other hand, if the system does not receive hash values
between the installations, it will likely lose that session (i.e.,
fail to recognize that it is the same device involved). As a
counterexample, if a user has 200 applications installed, the
design of the hash function likely is more robust against a
change of merely five applications since it is such a small
portion of the whole.

FIG. 4 is a schematic diagram of a generic computer
system 400. The system 400 can be used for the operations
described in association with any of the computer-imple-
ment methods described previously, according to one imple-
mentation. The system 400 includes a processor 410, a
memory 420, a storage device 430, and an input/output
device 440. Each of the components 410, 420, 430, and 440
are interconnected using a system bus 450. The processor
410 is capable of processing instructions for execution
within the system 400. In one implementation, the processor
410 is a single-threaded processor. In another implementa-
tion, the processor 410 is a multi-threaded processor. The
processor 410 is capable of processing instructions stored in
the memory 420 or on the storage device 430 to display
graphical information for a user interface on the input/output
device 440.

The memory 420 stores information within the system
400. In some implementations, the memory 420 is a com-
puter-readable medium. The memory 420 is a volatile
memory unit in some implementations and is a non-volatile
memory unit in other implementations.

The storage device 430 is capable of providing mass
storage for the system 400. In one implementation, the
storage device 430 is a computer-readable medium. In
various different implementations, the storage device 430
may be a floppy disk device, a hard disk device, an optical
disk device, or a tape device.

The input/output device 440 provides input/output opera-
tions for the system 400. In one implementation, the input/
output device 440 includes a keyboard and/or pointing
device. In another implementation, the input/output device
440 includes a display unit for displaying graphical user
interfaces.

The features described can be implemented in digital
electronic circuitry, or in computer hardware, firmware,
software, or in combinations of them. The apparatus can be
implemented in a computer program product tangibly
embodied in an information carrier, e.g., in a machine-
readable storage device, for execution by a programmable
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processor; and method steps can be performed by a pro-
grammable processor executing a program of instructions to
perform functions of the described implementations by
operating on input data and generating output. The described
features can be implemented advantageously in one or more
computer programs that are executable on a programmable
system including at least one programmable processor
coupled to receive data and instructions from, and to trans-
mit data and instructions to, a data storage system, at least
one input device, and at least one output device. A computer
program is a set of instructions that can be used, directly or
indirectly, in a computer to perform a certain activity or
bring about a certain result. A computer program can be
written in any form of programming language, including
compiled or interpreted languages, and it can be deployed in
any form, including as a stand-alone program or as a
module, component, subroutine, or other unit suitable for
use in a computing environment.

Suitable processors for the execution of a program of
instructions include, by way of example, both general and
special purpose microprocessors, and the sole processor or
one of multiple processors of any kind of computer. Gen-
erally, a processor will receive instructions and data from a
read-only memory or a random access memory or both. The
essential elements of a computer are a processor for execut-
ing instructions and one or more memories for storing
instructions and data. Generally, a computer will also
include, or be operatively coupled to communicate with, one
or more mass storage devices for storing data files; such
devices include magnetic disks, such as internal hard disks
and removable disks; magneto-optical disks; and optical
disks. Storage devices suitable for tangibly embodying
computer program instructions and data include all forms of
non-volatile memory, including by way of example semi-
conductor memory devices, such as EPROM, EEPROM,
and flash memory devices; magnetic disks such as internal
hard disks and removable disks; magneto-optical disks; and
CD-ROM and DVD-ROM disks. The processor and the
memory can be supplemented by, or incorporated in, ASICs
(application-specific integrated circuits).

To provide for interaction with a user, the features can be
implemented on a computer having a display device such as
a CRT (cathode ray tube) or LCD (liquid crystal display)
monitor for displaying information to the user and a key-
board and a pointing device such as a mouse or a trackball
by which the user can provide input to the computer.

The features can be implemented in a computer system
that includes a back-end component, such as a data server,
or that includes a middleware component, such as an appli-
cation server or an Internet server, or that includes a front-
end component, such as a client computer having a graphical
user interface or an Internet browser, or any combination of
them. The components of the system can be connected by
any form or medium of digital data communication such as
a communication network. Examples of communication
networks include, e.g., a LAN, a WAN, and the computers
and networks forming the Internet.

The computer system can include clients and servers. A
client and server are generally remote from each other and
typically interact through a network, such as the described
one. The relationship of client and server arises by virtue of
computer programs running on the respective computers and
having a client-server relationship to each other.

A number of implementations have been described. Nev-
ertheless, it will be understood that various modifications
may be made without departing from the spirit and scope of
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this disclosure. Accordingly, other implementations are
within the scope of the following claims.

What is claimed is:

1. A computer-implemented method for identifying a
mobile user device, the method comprising:

receiving, by one or more computers having receiving

circuitry, from the mobile user device, information
associated with each of a plurality of applications
installed on the mobile user device;
generating, by one or more computers having generating
circuitry, an identifier for the mobile user device using
the received information associated with each of the
plurality of applications installed on the mobile user
device, wherein the information is processed to gener-
ate an identifier that obscures identifying information
of the plurality of applications and wherein generating
the identifier includes calculating the identifier using
numerical values associated with the information asso-
ciated with each of the plurality of applications;

determining, by the one or more computers having deter-
mining circuitry, a numerical value of a previously
stored identifier for the mobile user device is within a
predetermined percentage of a numerical value of the
generated identifier;

using, by the one or more computers having collecting

circuitry, the previously stored identifier to collect
information about activity of the mobile user device on
a network including activity associated with more than
one of the plurality of applications.

2. The computer-implemented method of claim 1,
wherein the information includes names of the plurality of
applications, wherein calculating the identifier comprising
hashing numerical values associated with the determined
names.

3. The computer-implemented method of claim 2, the
method further comprising substituting the generated iden-
tifier for the previously stored identifier for the mobile user
device.

4. The computer-implemented method of claim 3, further
comprising generating a new identifier for the mobile user
device responsive to a change in installed applications on the
mobile user device.

5. The computer-implemented method of claim 2,
wherein the information also indicates package versions of
each of the plurality of applications to be used in the
hashing.

6. The computer-implemented method of claim 2,
wherein the information also indicates an installation order
of each of the plurality of applications to be used in the
hashing.

7. The computer-implemented method of claim 2,
wherein the information also indicates installation dates of
each of the plurality of applications to be used in the
hashing.

8. The computer-implemented method of claim 2,
wherein the information also indicates a clock skew of the
mobile user device relative to a reference clock to be used
in the hashing.

9. The computer-implemented method of claim 1,
wherein the plurality of applications includes all applica-
tions installed on the mobile user device.

10. A computer-implemented method for generating an
identifier for a mobile user device, the method comprising:

receiving, by one or more computers having receiving

circuitry, an ad request comprising information associ-
ated with a plurality of applications installed on the
mobile user device;
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generating, by the one or more computers having gener-
ating circuitry, an identifier for the mobile user device
based on the information associated with the plurality
of applications installed on the mobile user device
including an order of installation of the plurality of
applications installed on the mobile user device;

using, by the one or more computers having identifying
circuitry, the generated identifier to identify the mobile
user device responsive to receiving the ad request;

selecting, by the one or more computers having selecting
circuitry, an ad from a plurality of ads based on
identifying the mobile user device; and

sending, by the one or more computers having sending

circuitry, the selected ad to the mobile user device
responsive to the received ad request.
11. The computer-implemented method of claim 10,
wherein the generating further comprises determining a
name of each of the plurality of applications, and hashing the
received information including the determined name of each
of the plurality of applications to generate the identifier.
12. The computer-implemented method of claim 11, fur-
ther comprising determining package versions of each of the
plurality of applications and using the determined package
versions to generate the identifier.
13. The computer-implemented method of claim 11,
wherein generating the identifier further comprises sorting
the determined name of each of the plurality of applications
in alphanumeric order and using the sorted determined
names to generate the identifier.
14. The computer-implemented method of claim 11, fur-
ther comprising determining installation dates of the plural-
ity of applications and using the determined installation
dates to generate the identifier.
15. The computer-implemented method of claim 10, fur-
ther comprising generating a new identifier responsive to
addition or removal of an application from the mobile user
device and providing the generated new identifier.
16. The computer-implemented method of claim 15, fur-
ther comprising indicating that the generated new identifier
replaces the generated identifier.
17. The computer-implemented method of claim 10, fur-
ther comprising determining a clock skew of the mobile user
device relative to a reference clock and using the determined
clock skew to generate the identifier.
18. The computer-implemented method of claim 10,
wherein the plurality of applications includes all applica-
tions installed on the mobile user device.
19. A computer program product tangibly embodied in a
non-transitory computer-readable storage medium and com-
prising instructions that when executed by a processor
perform a method for generating an identifier for a mobile
user device, the method comprising:
receiving, using receiving circuitry, an ad request com-
prising information associated with a plurality of appli-
cations installed on the mobile user device;

calculating, using calculating circuitry, a clock skew of
the mobile user device relative to a reference clock
from a time included in the received information;

generating an identifier, using generating circuitry, for the
mobile user device based on the obtained information
associated with each of the plurality of applications
installed on the mobile user device and based on the
calculated clock skew, wherein the generated identifier
obscures identifying information of the plurality of
applications;
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identifying, using identifying circuitry, an identity of the
mobile user device using the generated identifier
responsive to receiving the ad request;
selecting, using selecting circuitry, an ad from a plurality
of ads based on the identifying the identity of the
mobile user device; and

sending, using sending circuitry, the selected ad to the

mobile user device responsive to the received ad
request.

20. A computer program product tangibly embodied in a
non-transitory computer-readable storage medium and com-
prising instructions that when executed by a processor
perform a method for generating an identifier for a mobile
user device, the method comprising:

receiving, using receiving circuitry, from the mobile user 15

device, information associated with each of a plurality

of applications installed on the mobile user device;
generating an identifier for the mobile user device using

generating circuitry and the received information asso-

14

ciated with each of the plurality of applications
installed on the mobile user device, wherein the infor-
mation is processed to generate an identifier that
obscures identifying information of the plurality of
applications and wherein generating the identifier
includes calculating the identifier using numerical val-
ues associated with the information associated with
each of the plurality of applications;

determining, using determining circuitry, a numerical
value of a previously stored identifier for the mobile
user device is within a predetermined percentage of a
numerical value of the generated identifier;

using the previously stored identifier, using collecting
circuitry, to collect information about activity of the
mobile user device on a network including activity
associated with more than one of the plurality of
applications.



